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Abstract 
 
With the constant need for web applications nowadays, React has been a robust and 
reliable framework for web development. However, these websites can generate a 
considerable amount of data and require many features. Therefore, to have a website that 
can perform efficiently in the long term, developers must consider solutions to make their 
project scale-proof in the first place. Redux and TypeScript are of few tools that enable a 
React web application to have a robust state management process and a consistent 
codebase for future development. 
 
The main goal of this thesis was to elaborate on creating a full-stack React web application 
using MERN stack and how implementing Redux and TypeScript can help it be more 
scalable. Moreover, it can also be a brief guideline for people who want to build a React 
project using MERN stack. 
 
This thesis used a fully functioning full-stack project of a book store web as an example. In 
addition, the author showcased the development process of a MERN stack application and 
the effectiveness of using Redux and TypeScript through the documentation of building this 
project.  
 
In conclusion, by utilizing Redux and TypeScript with MERN stack, the author built a web 
application project that is scalable and easy to maintain and upgrade. 
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1 INTRODUCTION 

When technologies are constantly evolving, the Internet has become an essential 

part of our daily lives. According to The Digital 2021 Global Overview Report 

(January 2021), there were 4.66 billion active internet users worldwide, 

equivalent to 59.5 percent of the global population. We spent a considerable 

amount of our time surfing through websites on the Internet, ranging from e-

commerce websites to social platforms. To catch up with current digital trends, 

businesses need to have their representation on the Internet to benefit from 

billions of active users there. A website is a great tool to reach and connect with 

the end-user. 

 

Moreover, more features and trends will rise that we need to adapt to as time 

goes by. Therefore, when building a web application, it is essential to consider its 

scalability from the beginning. This route reduces the management effort and 

makes adding new features a more approachable task for the developer. This 

thesis will focus on how to build a scalable React web application using one of 

the most popular web stacks, MERN, by using Redux and TypeScript. These 

tech stacks enable us to implement a robust database and features like 

authentication/authorization and data storage. 

 

2 THEORETICAL IMPLEMENTATION 

In a MERN stack web application, we use NodeJs as our environment to run our 

JavaScript-based code. To develop our UI, we use ReactJs, a famous JavaScript 

library. In addition, this solution will work well with our implementation of Redux. 

Regarding handling the database of the web-app project, MongoDB is an 

excellent choice since it is lightweight and can scale very well.  

 

2.1 CONSTRUCTION OF MERN STACK APPLICATION 

A MERN stack application consists of multiple frameworks from backend to 

frontend and database. Therefore, to successfully build the MERN stack 

application, a developer needs to understand all of its elements. 
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2.1.1 Node.js 

Node.js is one of the most popular open-source, cross-platform runtime 

environment for executing JavaScript code out of the web browser. Node.js is 

often used to build backend services such as API or Application Programming 

Interface. Backend services using Node.js are highly scalable and can handle 

real-time and data-intensive applications. Node.js popularity can be seen in the 

number of significant technology companies using it as a solution for their 

backend services. Since Node.js is built based on the JavaScript V8 Engine from 

Google Chrome, it is widely used by Netflix, NASA, Trello, PayPal, LinkedIn, 

Walmart, Uber, Twitter, Yahoo, eBay, GoDaddy, and so on. In addition, Node.js 

is used in the MERN stack because it utilizes JavaScript, which enables 

developers to apply their existing bits of knowledge in the frontend and transition 

to full-stack development. 

 

Node.js is an asynchronous event-driven JavaScript runtime which means it uses 

a single-threaded event loop architecture. Requests from the client-side sent to 

the server will process each one of them and then return the response. Multiple 

threads are going to be used to handle multiple requests at the same time. Figure 

1 shows the overall picture of Node.js architecture.     

 

 

Figure 1. The architecture of Node.js server 
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Node.js server handles requests in a non-blocking fashion. Node.js performs an 

I/O operation, like reading from the network, accessing a database or the 

filesystem. Instead of blocking the thread and wasting CPU cycles waiting, 

Node.js will resume the operations the response comes back (Introduction to 

Node.js). In a real-world example, Node.js will not wait for the API to run entirely 

and return a response instead, it will move on to the following API request. This 

also applies to I/O operation in Node.js servers to save processing power, which 

boosts performance. The architecture Node.js follow enables it to handle 

thousands of simultaneous requests while maintaining a high-performance level.  

 

 

Figure 2. Example of a simple Node.js server application 

 

In Figure 2, we can see the setup of a Node.js server with HTTP requests. 

 

2.1.2 React.js 

React is a Javascript frontend framework that Facebook develops. Since the 

beginning of its release, it has consistently remained one of the most popular 

frontend frameworks. The main goal of React is to make it painless for 

developers to build an interactive user interface. React works based on states 

and components. This declarative view enables this framework to render just the 

right component when any state changes conveniently.  
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Component is the primary building block of React. To be able to achieve complex 

UIs and logic, each component has the ability to manage its own state. These 

components can be reusable, which is why React is one of the first choices for 

building a scalable web application. Reusing components can result in various 

development advantages, such as: 

 

- Shorten development/refactoring times 
- Reduce the number of bugs 
- Improve debugging/maintaining process 
- Achieve consistent throughout the codebase 

 

React component works in a one-way flow. The component would take in Input 

known as Props and then render/output React element to the DOM. In React, 

components can be defined as classes or functions. When applying to the 

development process, it is advised to use functional components as much as 

possible.  

 

A functional component is nothing more than a standard JavaScript function. As a 

function, it takes props as an argument, and returns React elements. The way a 

functional component return React element is different from a Class component 

which needs to have a separate render function. Furthermore, a functional 

component is considered a stateless component. This means the component will 

only receive data and then render it out in the form of a React element. We can 

also say that their primary responsibility is to render out the user interface.  

 

However, since version 16.8 of React, where Hooks is introduced, functional 

component has become much more powerful. In addition, with the help of Hooks, 

a functional component can become stateful. Since then, it has been much 

preferred to use functional components since it has fewer codes to manage and 

is much easier to read. Furthermore, we can easily create and manage states 

without using a constructor. As a result, this approach to development will reduce 

the overall maintenance effort on the project.  

 



8 
 

 

Figure 3. React functional component using Hooks 

 

The functional component in Figure 3 uses the useState hooks to control the 

book's data within its scope. Sophisticated handling logic does not need to be 

passed down from the parent component. 

 

A class component is much more complicated than a functional component, 

which means it has more code to maintain. To create a class component, you 

need to extend it from React. Component. The class component will inherit the 

render function with this extension to display the React element. A functional 

component accepts props as an argument, and then we can directly destructure 

them. On the other hand, in a class component, one has to refer to the props 

object with the keyword' this' to access any props passed down. 

 



9 
 

 

Figure 4. A class component in React 

 

Furthermore, the handling state process in a class component is also different 

from a functional component. Instead of calling a simple useState() hook, we 

have to initialize our state with the constructor as in Figure 4. The constructor will 

be called along with super(props) before any of our components is mounted. 

 

As we can see, there are both pros and cons to functional or class components, 

but the modern React development, functional component has the upper hand in 

terms of benefits that it brings to the table.  

 

2.1.3 MongoDB 

MongoDB is a cross-platform document-oriented database program that is open 

source. MongoDB is NoSQL, its data is in the form of JSON-like document with 

optional schemas. The main attraction point of MongoDB is that it is very flexible 

and easy to scale.  

 

MongoDB stores its data in documents and collections, unlike relational 

databases where tables and rows are used. A document is the basic unit of data 

in MongoDB. Their structure consists of multiple pairs of keys and the values, 
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along with a primary key to distinguish them from other documents in a collection. 

We can have various collections with a specific schema enforced with this 

approach. This will eliminate the need to filter out different document types. 

 

 

 

Figure 5. The database structure of MongoDB compare to MySQL 

 

The difference between MongoDB data structure and conventional SQL database 

can be seen in Figure 5. MongoDB has a much more flexible structure instead of 

strict rows and columns. 

 

 

Figure 6. Example of a document element in MongoDB 
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A document in MongoDB always has an id Object to identify itself. For example, 

figure 6 is a book document of our web application database. The JSON-like 

structure makes it easy to modify and add data to the document. 

 

MongoDB has five main technical features: 

- Support ad hoc queries: In MongoDB, you can search the data you need 
by their fields. MongoDB supports field queries, range queries, and regular 
expression searches.  

- Indexing: Indexing can significantly improve performance by reducing the 
time it takes to complete each query. MongoDB offers a broad range of 
indices and features with language-specific sort orders that support 
complex access patterns. 

- Replication: Many potential points of failure can be avoided by using 
replication. These include both software like crashes or hardware failure. It 
can also help with load balancing when different clients access the same 
data.  

- Sharding: This is the process of fragmenting an extensive database into 
smaller collections or so calls' shards.' 

- Load balancing: All of the features above contribute to the ability to 
handle large-scale databases. This also eliminates the need to use an 
external load balancer. 

 

2.1.4 ExpressJS 

Express a free and open-source backend web application framework for Node.js. 

Its primary purpose is to build web applications and APIs. Express has 

consistently been one of the most popular Node.js frameworks because of its 

flexibility and minimalism. For example, Express is perfect for building a web API 

that handles multiple GET, PUT, POST, and DELETE requests. 

 

The main feature of Express:  

- Fast development time 
- Provide middleware 
- Routing  
- Templating  
- Debugging 

 

When receiving a request, an Express server will pass it through layers of 

middleware. The request will be passed through each middleware using the 

next() function. 
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2.2 Redux 

Using React.js as a frontend framework, we can utilize its components and state 

to manage and display data. However, as the web application grows, there will be 

more and more components and a massive amount of data. Therefore, it will not 

be efficient to keep passing state from the parent component to its child in a 

deeply nested tree. Redux as a state management library for React.js, is the 

perfect solution for this problem.  

 

 

Figure 7. How states are handled with Redux 

 

 

 

 

 

 

 

 

Figure 8. How components interact with Redux 

 

Store Action Middleware Reducer 

Component 
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The central concept of Redux includes Action, Store, Reducer, and Middleware. 

The flow of Redux action can be seen in Figure 8, where the data is handled 

outside of the component. 

 

Redux takes the state outside of the component tree and centralizes it to a store. 

The store holds the reducer and the application's state and provides access to 

current actions/states. In Figure 7, we can see the benefit of having Redux, 

where there is only two clear data flow from the store to the component. The 

reducer is a function that takes in the state and the action to return a new state. 

The action object represents the type of modification we want to the state. We 

can see that the component only interacts with the action and receives the end 

state from the store. All the handling processes are separated from the 

component. 

 

 

Figure 9. State mutation using action in Redux  

 

Generally, a flow of a component using Redux would start with it dispatching an 

action. As in Figure 9, when the user triggers the Deposit or Withdraw action, the 
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correlated action will be dispatched. The Redux store will receive that action, 

pass it through necessary middlewares, and finally to the reducer. Next, the 

reducer will look into the action type and payload to update the state accordingly. 

Finally, the component will receive the new state and re-render when the state is 

updated.  

 

2.3 TypeScript 

TypeScript is a programming language that is built on top of JavaScript. It was 

developed and made public in October 2012 by Mircosoft. Since its release, it 

quickly gained popularity as one of the most programming languages. In 2017, 

TypeScript became the official supported language of Google. To truly 

understand TypeScript, let us dive deeper into the definition and the intention 

behind TypeScript.  

 

TypeScript can be defined as a strict superset of JavaScript. TypeScript solves 

one of the most prominent problems of JavaScript by adding a robust type 

system. Furthermore, TypeScript and JavaScript are interchangeable. Therefore, 

you can compile TypeScript code into vanilla JavaScript. This means that both 

TypeScript and JavaScript code can work together in a project. The typing in 

TypeScript can be optional. With the close nature of JavaScript, the learning 

curve of TypeScript is not too hard. Developers can quickly adapt to TypeScript 

with their knowledge of JavaScript. The main intention of TypeScript is to create 

scalability in a project. TypeScript excels in a large-scale project with many 

contributors. In these scenarios, you want your code to be as consistent and bug-

free as possible, and TypeScritp does precisely that.  

 

Usually, in JavaScript, where type is not enforced, there will be errors that will 

only appear in runtime. These errors can be uncaught and surface in the 

production environment where users use the web application. Most of these 

errors can be caught immediately in the development process with typed code. 
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Figure 20. Example of JavaScript function with bug 

 

Let us look at the example in Figure.10 above of a JavaScript function with a bug 

that can cause the web application to crash. However, the code above would still 

compile without any errors, which means we only know when a user experiences 

it in the web application. This is caused (by the fact that) the function above 

accepts a string as an argument, and when we call it below, we do not pass any 

string to it.  

 

 

Figure 31. Example of a TypeScript function with a bug 

 

On the other hand, the function in Fig.11 immediately throws an error when we 

do not pass a string to it. TypeScript helps negate these types of mistakes from 

reaching the production environment.  

 

The primary type in TypeScript includes the following:  

• Any 

• Primitive: Number, Boolean, String, Void, Null/Undefined 

• Array 

• Enum  

• Object 

• Tuple  

• Never 
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These types can be in the form of alias, literal, or mapped. TypeScript also 

enables us to create an interface that represents an object type.  

 

2.4 Practical project structure plan 

To have a scalable web application, we have to have a good project structure 

from the beginning to accommodate all tech-stack that we are using and also the 

growth in the future.  

 

On the frontend side, when we want to have a file system where we can have 

easy access to our reusable components and our Redux actions and reducer. 

 

 

Figure 42. Frontend structure of the project 

 

The pages folder will hold the main page of our application. These pages will act 

as a wrapper for our components, and it is also the primary place where we are 

handling our state. For Redux, we will separate folders for action, reducer, and 

saga. 
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Figure 53. Backend structure of the project 

 

3 PRACTICAL IMPLEMENTATION 

In the implementation part, we will look at the book store web application to see 

the benefits of using TypeScript and Redux inside a MERN-stack web. 

 

3.1 Backend Express server 

3.1.1 Backend structure 

One of the primary functions of our Express server is to manage and modify the 

data in our database. Therefore, one of the first things we need to set up in our 

backend structure is to create the data models and connect them with our 

MongoDB database. In our server.ts file, we will configure our Express server to 

connect with the designated MongoDB database URL.  
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Figure 64. Database connecting structure on Express sever 

 

To access and modify data on our server, we need to declare our data model. 

Then, with the help of TypeScript in our data schema, any information we get or 

modify will be consistent with typing that we designed for our database. 
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Figure 75. User schema in Express server 

 

According to Figure 15, all values of our User document are typed with 

TypeScript. Therefore, in sending requests to our server, any mismatch of type in 

the data will be detected immediately. 

 

With the database connection set up, we can start to create the routing logic of 

our backend server. The routing process involves mapping our API endpoints to 

the specific server code that handles that request.  

 

 

Figure 86. Router books endpoints in our Express server 

 

In Figure 16, we can see the structure of our routing process. The 'router' 

represents the route handler for our book endpoints. In our BookStore 

application, we have a separate route handler for each database. This will ensure 

a consistent backend structure that can be scaled up when we have more data. 

The route handler will first look at the method of request. These methods can be 

get, post, delete, or put. Next, we specify the path name for that endpoint that 

contains the parameter. Lastly, we pass in the function that will handle that 

specific request. This function will receive three objects: the request, the 

response, and the next function. Let us look at an example of a handler function 

in our backend server. 
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Figure 97. Handle function for book request 

 

Figure 17 shows the findAll function for our request to get all books inside of our 

database. This function is responsible for calling the correct service and setting 

up the response. All of the functions to get or modify the web application data are 

defined in their own services file. By having separate service files for each of our 

data collection, it is much easier to add and manage the features of our web 

application. 

 

 

Figure 108. MongoDB query in Express server 

 

In our Node.js environment, we can use the MongoDB query to access and 

modify our data. In Figure 18, the Express server can query and sort data with 

multiple parameters. The ability to handle complex queries is one of the strong 

points of the Express-MongoDB server. The Express server is the middle man 

between our React web application and our MongoDB database. The Express 

server handles the REST API calls from the frontend by connecting with the 

database.  
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The use of TypeScript can also be seen in Figure 18. The response of our 

function is typed to ensure the consistency of data on the front end and backend. 

This will ensure our front end will always get the correct data type to handle. 

 

3.1.2  Features 

The main features of our server are data access/modification, user log in and 

authentication. Our web application uses Google accounts and JWT 

authentication to handle the user's login process.  

 

Our server uses a token-based approach when it comes to authentication and 

security. When the users successfully log in with their Google account, the server 

sends back a JWT token in the response. This token will be used to remember 

the user in future login and identify the valid client-side request to the server. This 

modern way of authentication ensures that the users will have an uninterrupted 

experience with our web application. 

 

Passport.js is used to handle the Google and JWT logic on our Express backend 

server. Passport.js is a authentication middleware for Node.js server. It is widely 

used due to its flexibility and modularity. Passport.js includes a wide range of 

authentication strategies: username and password along with various famous 

third-party accounts like Google, Facebook, and Twitter.  
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Figure 119. Google and JWT strategies for Passport.js 

 

Figure 19 displays the strategies that we define for our google and jwt 

authentication. This middleware will be applied to our authentication endpoint. 

The Google strategies will handle the Google response triggered by the front end. 

After receiving the response, the middleware will check our database for an 

existing user. If not, it will create a new one. Finally, a token signed with the user 

information will be sent back to the client-side. That token will then be saved for 

future requests.  

 

Our backend also includes a token verify middleware to check whether the 

requests our server received are coming from our client and not from other 
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malicious sources. Initially, the token we send back to the client is signed with our 

JWT secret key in the login process. 

 

 

Figure 20. Token verify middleware 

 

In Figure 20, the middleware calls the passport's authenticate function targeting 

our jwt strategy. The strategy will extract the token from the request header and 

then check its authenticity using the secret key. Only when the token is valid will 

the middleware return a next() function that continues with the request's handle 

function. Therefore, our server will only send back data to valid and authenticated 

users.  

 

3.2 Front end 

The front end of this web application will handle displaying information to our 

users and communicate with the backend to access the database. The example 

project will display a book store where users can search and borrow books when 

logging in to the app.  

 

The whole front end is broken down into small components for development. It is 

much easier to track, manage, and reuse your code with smaller components.  

Reusable components reduce the amount of code in the project. When 

refactoring the component, the developer only needs to modify one file, and 

changes will be applied anywhere that component is being used. 
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Figure 21. Front end component decomposition 

 

Figure 21 shows how our front end applies component decomposition. Each 

component should serve only one purpose, like displaying content or holding 

inputs. Generally, states should be handled in components that stay in the upper 

tree. Smaller components below main task are to display content as it is.  
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Figure 22. The initial state of the web application 

 

To display all the information fetching from the backend, the front end needs a 

place to store them, which is our Redux. The initial state is set in the store when 

the application first runs. In our web application, we use local storage to save 

many of our data, including book data, tokens, and user information. Therefore 

the first step is to check if there were any saved data inside our local storage. If 

not, the state is initialized with the default data structure that we defined (Figure 

22).  

 

The reducer and action also need to be set up to handle and modify all of our 

states. First, let us look at an example of how our book's state is handled. 

 

 

Figure 23. Fetching book data action 

 

Figure 23 is the action for fetching our book data. Upon successfully fetching the 

data, it will trigger our action and send it to the reducer. The reducer will check for 

the exact type and then modify our state with the payload from the response. 
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Figure 24. Book reducer 

 

In the book reducer, the initial state is spread out, and the new book data will be 

appended to that array(Figure 24). After the state is updated, any components 

using that specific state will receive the new state and re-render.  

 

Throughout the process of updating the state reducer, the data stored in the local 

storage also need to be updated accordingly. Our web application uses Redux 

Saga to solve this problem. Redux Saga is a middleware library that allows 

Redux to interact with data outside its store asynchronously. These operations 

are also called as side effects. The function inside our sagas is set up in a way 

that it will listen to action being triggered in our web application. The function then 

can access the action's payload to initiate the necessary side effect with data.  

 

 

Figure 25. Saga function for UI state 

 

The function in Figure 25 is listening to the theme toggle action to make changes 

to the theme variable inside our local storage. Each time the action is called in 

our front end, the state will be updated in our Redux, resulting in visual change 
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for users. However, each time the web application page is reloaded, the state 

inside our Redux is reset. Therefore, the store will check our local storage for 

saved settings and apply them to the new state. This way, user preference will be 

remembered, which improves the overall user experience. 

 

 

Figure 26. Web application in dark theme 

 

The web application in dark theme (Figure 26) is one example of how using 

Redux as state management can enable you to quickly implement robust 

features on our application. Any component inside our component tree can 

access the UI theme state and render the content accordingly.  

 

 

Figure 27. Icon component 

 

The IconButton component can have different visuals based on the theme state 

set by the user (Figure 27). These states would have to be passed down from the 

parent component with traditional state management, resulting in complicated 

logic and a nested state tree. A nested state tree makes refactoring the code a 
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much more complicated task since the changes need to be applied to every place 

where the state is being passed. 

 

One more example of utilizing Redux in our web application is the borrow and 

return feature. When the users perform the task of borrowing or returning a book, 

the application not only sends out an action to modify our Redux state but also 

sends out a POST request to our server. This POST request will update the user 

borrowed book array so that their data can be loaded in future login. In the action 

file, we create a function to make the POST request to our server and then return 

a dispatch action along with the response from our server.  

 

 

Figure 28. Add borrowed book function 

 

The function will first make the POST request to our server using Axios and the 

data that need to be updated in the parameter (Figure 28). If only when the 

server returns a successful response with the status of 200, we would start to 

modify our state in Redux. With this approach, the data between our client side 
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and our database is always consistent. The risk of having mismatched data or 

updating information without saving it to the database is eliminated.  

 

 

Figure 29. Axios interceptors settings 

 

Furthermore, to enforce the integrity of our data, the web application is configured 

with an Axios interceptor. This interceptor will append our request to the server 

with the Bearer token from the login process. The middleware in our server will 

then verify this token. 

 

The borrowing and return feature also shows the flexibility of Redux in state 

management. The state of these books is accessed by multiple components in 

the application, including the cart icons from the app bar, the book display 

component, and the book cart component. First, the App bar will look at the book 

array to render the number of items in our cart to our icons. Next, the book card 

component will conditionally render the borrow button based on the state of 

whether the book has already been borrowed or not. Finally, the cart will render 

all the books inside the borrowed book array. If we have to pass all of these down 

from component to component, keeping track of our code would be tough. Any 

error and refactoring would affect the whole component tree. Thanks to Redux 

and its ability to access the state dynamically from within the component itself, 

this process has become more approachable.  
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Figure 30. Cart icon and button component 

 

 

Figure 31. Cart component 
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In Figure 30, we can see the conditional visual effect of the application using the 

state in the Redux. This also applied to the cart component in Figure 31. 

 

Besides Redux, the frontend development process also benefits a lot from using 

TypeScript. By enforcing TypeScript in each of our components, we can easily 

see what type of props it needs.  

 

 

Figure 32. BookCard component 

 

In Figure 32, the BookCard component is being called inside its parent 

component, which is the BookList. When hovering over the component, the IDE 

shows that it requires a prop under the name 'book' with the type of BookProp. In 

this way, when multiple developers contribute to the project, they can easily 

interpret others people's code and reuse it.  

 

 

Figure 33. BookCard component 

 

TypeScript also prevents us from passing props with the wrong datatype. This 

error can easily lead to undetected errors that may end up in the user's 

environment. However, when strict typing is enforced, the error can be seen 
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immediately in the development process. For example, in Figure 33, the 

BookCard is passed the book prop as a string which is not the correct type for 

that prop. In this case, the IDE immediately shows an error stating that the type 

string is not assignable to the Book type of our prop. Declaring TypeScript all 

across the code may take more development time, but its advantages outweigh 

the time cost. As a result, the project code base will be more consistent and 

scalable for the future.  

 

4 CONCLUSION 

This thesis aims to study how a MERN stack web application can benefit from 

integrating Redux and TypeScript. The main point that this thesis pointed out is 

that Redux and TypeScript can help a web application project become more 

scalable in the future. The general idea of a MERN stack web application is 

discussed throughout this thesis. With that information, this paper then introduced 

the concept of Redux and TypeScript and how it is integrated into the prototype.  

 

The prototype used in this thesis is a web application of a book store where users 

can log in and perform actions such as borrowing or returning books. The author 

demonstrated the effect of using Redux and TypeScript by showcasing the 

development process on both the front and back end of the web application. The 

prototype is a fully functional full-stack project with features including login 

through a Google account, borrowing and returning books based on account, and 

interactive UI. With the presence of Redux and TypeScript, all those features 

work consistently and can also be expanded and scaled in the future. Even 

though the paper shows that the prototype has a solid code base for further 

growth, there was no example of further development in this project. 

 

In the end, this thesis has successfully proved that using Redux and TypeScript 

brings significant advantages to the development process. This thesis can also 

be a guide when it comes to planning out a web application based on a MERN 

stack. The project needs to have a good structure from the beginning to be able 

to achieve scalability. 
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